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## Objectives

By the end of this lab, you will:

- understand that functions can be treated as first-class citizens (and what that means)
- learn the names of several common higher-order functions, implement them, and practice using them
- be able to write your own higher-order functions


## 1 What Is a Higher-Order Function?

Functions can of course take as input and output values such as Numbers, Strings, and Lists. Additionally, Functions themselves can be passed as inputs and outputs. For instance, a function may take both a Number and another function as parameters, and use them both to generate some output:

```
fun fun-plus-one(num :: Number, func :: (Number -> Number)) -> Number:
    func(num) + 1
end
```

Because functions can be passed and produced in the same way as other data types (like Numbers, Strings, and Lists), functions can be referred to as "first-class citizens."

A higher-order function is a function that either consumes a function as input, produces a function, or both. In the example above, fun-plus-one is a higher-order function because it accepts a function as a parameter. In this lab, we will focus exclusively on higher-order functions that consume other functions.

Note: Data types like Number, String, and List are "first-class citizens" too.

## 2 Map

Say that you have a list of the temperatures in Providence for every day in August. The temperatures were measured in degrees Fahrenheit, but you want to report them in degrees Celsius. With the same data, you also want to report each day as "too hot" if the temperature is above 90 degrees Fahrenheit, "too cold" if the temperature is below 70 degrees Fahrenheit, and "just right" otherwise.

```
check:
    f-to-c([list: 131, 77, 68]) is [list: 55, 25, 20]
    goldilocks([list: 131, 77, 68]) is
    [list: "too hot", "just right", "too cold"]
end
```

Task: Implement these two functions, called f-to-c and goldilocks, respectively, without using map. The formula for converting degrees Fahrenheit, $F$, to degrees Celsius, $C$, is $C=\frac{5}{9}(F-32)$

What you might find with your implementations of these functions is that they have seemingly important commonalities. In particular, in each, you probably recurred through the list of temperatures, and transformed each following some procedure. Even though the procedure used for transforming each element of the list varied between the two functions, there was probably a lot of reused code in your implementations.

It is tedious to write a unique recursive implementation for each function like this that you use in your code. Even more important, code like this is more verbose and more difficult to read than it could be. It'd be ideal to abstract out the common structure and draw attention to just the inner procedure. As you may have guessed (or known), this is where higher-order functions (HOFs) come in! In particular, the HOF map can be used to implement f-to-c and goldilocks.

Map is a higher-order function for lists. Given a list, 1 , of elements of some type

T , and a function f (called the functor) that operates on an input of the same type T , map produces a list of the same length, where each element is the output of applying the functor f to the corresponding element in 1 .

Here's how f-to-c could have been written using map, shown without their doc strings and test cases for brevity:

```
fun f-to-c(f-list :: List<Number>) -> List<Number>:
    map(lam(f): 5/9 * (f - 32) end, f-list)
end
```

Task: Implement goldilocks with map. Hint: You may not want to use the lambda notation here.

Note: If you need a refresher on Pyret's lambda notation for anonymous functions, check out the documentation

Note: There is a shorthand syntax for lambdas in Pyret that you may prefer. Wherever you would write lam(<parameter list>): <function body> end, you can instead write \{(<parameter list>): <function body>\}. For example, we can write the sum function as $\{(\mathrm{a}, \mathrm{b}): \mathrm{a}+\mathrm{b}\}$.

Task: Now, to prove your understanding of the map function, write your own implementation of it. Name your implementation my-map. Use the map documentation as a guide. Feel free to use the two functions that you wrote earlier for two of your test cases.

## 3 Filter

Map is not the only higher-order function that could be useful to you in cs173. We will learn some others, starting with Filter. filter works just like a filter in the real world: some things can pass through, but others cannot. For a list $l$ of elements of some type T , you specify which elements can pass through by supplying a function (the predicate) that consumes elements of type T and produces a Boolean. If the predicate applied to an element is false, then that element is filtered out, and if its value is true, then that element is kept in the output list.

Below is an example of how you could use filter to get only the positive numbers in a list of numbers.

```
check:
    lon = [list: -1, 6, -2, 5, 7, 0, -4]
```

```
    filter(lam(num): num > 0 end, lon) is [list: 6, 5, 7]
end
```

Below are function headers for two other functions that can be implemented using filter. tl-dr eliminates all lists in lol whose lengths are greater than length-thresh. eliminate-e eliminates all Strings from words that contain the letter e.

```
fun tl-dr<T>(lol :: List<List<T>>,
    length-thresh :: Number) -> List<List<T>>:
fun eliminate-e(words :: List<String>) -> List<String>:
```

Task: Implement the two functions above using filter. We suggest you don't use any String built-ins except string-to-code-point(s). Hint: one way to implement eliminate-e involves using filter twice.

Task: Write your own implementation of the filter function. Name your implementation my-filter.

## 4 Fold

Fold, sometimes called reduce, is a higher-order function that is used to combine the elements of a list into a single value. Let's look at the type signature to break down the different parts:

```
fun fold<T1, T2>(f :: (T2, T1 -> T2),
    base :: T2, lst :: List<T1>) -> T2:
```

fold applies a procedure, $f$ (referred to as the folder), to combine each element of the input list, lst, into one value of type T2. f takes two parameters: the result so far (the accumulator) and the current element of the list, beginning with base and the first element of the list.

Suppose we want to find the sum of the elements of a list of numbers. Our list lon will be our list of numbers; our folder $f$ will be the addition function, which takes in two numbers and computes their sum; and our base value will be 0 (do you see why?).

Here is that example written in code, with lon as our list of numbers.

```
check:
    lon = [list: 7, 3, 2]
    fold(lam(acc, cur): acc + cur end, 0, lon2) is 12
end
```

Table 1: Step-by-step Execution

| acc | cur | f(acc, cur) |
| :---: | :---: | :---: |
| 0 | 7 | 7 |
| 7 | 3 | 10 |
| 10 | 2 | 12 |

This use of fold begins by invoking the folder function with the base (0) as the initial acc (accumulator) and the first element of the list (7) as the cur (current). Then the output of that first invocation $(7+0=7)$ becomes the accumulator in the next step and the next element in the list becomes the current... and so on.

Now we're going to look at a similar example of how to use fold:

```
fun add-boolean(acc :: Number, cur :: Boolean) -> Number:
    if cur:
        acc + 1
    else:
        acc
    end
end
check:
    attempts = [list: true, false, false, true]
    fold(add-boolean, 5, attempts) is 7
end
```

Table 2: Step-by-step Execution

| acc | cur | add-boolean (acc, cur) |
| :---: | :---: | :---: |
| 5 | true | 6 |
| 6 | false | 6 |
| 6 | false | 6 |
| 6 | true | 7 |

Note that the data type of the output is different from the data type of the input list and how the folder add-boolean handles this. Also note that we started with a base of 5 , which became the initial accumulator.

Below are function headers for two other functions that can be implemented using fold.
list-product computes the product of all of the elements of a list of numbers, and
list-max finds the maximum number in a list of numbers.

```
fun list-product(lon :: List<Number>) -> Number:
fun list-max(lon :: List<Number>) -> Number:
```

Task: Implement the two functions above using fold.

Task: Write your own implementation of the fold function. Name your implementation my-fold.

## 5 Map2

In situations where you have two lists of the same length and for all indices $i$, the $i$ th element of one list corresponds to the $i$ th element of another list of the same length (say, for example, they're two different columns from the same Table), you may find that you want to recur through them simultaneously, applying the same procedure to each pair of corresponding elements. As a simple example, suppose you have two lists: one is a list of nouns, noun-list, and the other is a list of adjectives that describe those nouns respectively, adj-list. You want to produce a list of the nouns with their descriptions. This can easily be done with Pyret's built-in map2 function with the code below.

```
check:
    noun-list = [list: "kitten", "puppy", "student"]
    adj-list = [list: "fluffy", "ugly", "smart"]
    map2(lam(n, a): a + " " + n end, noun-list, adj-list)
        is [list: "fluffy kitten", "ugly puppy", "smart student"]
end
```

Suppose that you're teaching a class, and you want to write a program to determine whether or not each student has passed the class. You have two lists of data, score and extra-credit. score has, for each student, a Number corresponding to their final score in the class. extra-credit has, for each student, a Boolean indicating whether or not they completed an extra credit activity. The lists are parallel, meaning that the $i$ th student in score is the same student as the $i$ th student in extra-credit. A student passes the class if they have a score of over 75 , or if they have a score of over 65 and completed the extra credit. You want to have a list that stores, for each student, a Boolean indicating whether or not they passed the class.

Task: Using map2, implement the function who-passed, which will take the lists score
and extra-credit and produce the desired list.

Note: Another way to do this is to create your own Student structure that contains the relevant data for a single student and then map over a list of Students. All the same, implement using map2 here.

Task: Write your own implementation of the map2 function. Name your implementation my-map2.

Note: The analogous map3 and map4 are also built in to Pyret.

## 6 An Important Final Note

As we've seen, higher-order functions are useful to abstract out repetition in code and to make your code more general. Often, they also make your code easier to read, but not always! When you write code, make sure to prioritize readability, and try to use higher-order functions only if they make your code easier to understand. Keep this in mind, and use your best judgment.

